Game Artificial Intelligence Coursework – Jack Oswald

Project Proposal

The purpose of this coursework is to investigate, research and implement an AI technique or algorithm on one of the given areas: Steering Behaviours, Searching (Pathfinding), Decision Making or Procedural Content. The goal of this coursework is to research and learn as much as possible about the given topic we decide to pick. The goal of this project is not to create a brand-new algorithm or technique in the AI field, but it is to learn how to properly research an algorithm, implement and evaluate it.

For this project, I have chosen to investigate down the Decision Making path, more specifically, Utility AI. Utility AI is focused on an agent which observes and acts upon their current environment. A utility will be assigned to each available action and the agent will then perform the action that provides them with the greatest utility. Each action will be treated separately, and will be scored on a scale that is unique to each algorithm it is implemented in. I hope to gain a base understanding and vital knowledge of how utility based AI systems are implemented and how they compare to the different decision making AI techniques. I am researching decision making as it forms the core of any AI system in most of today’s games. Utility AI is an extremely powerful way to get rich, life-like behaviour and it is good at fulfilling the requirements of any state of the art AI. Utility AI can use some simple values and a handful of weights and from this can add some personality to each individual agent in the game.

The algorithm will be set up in a way so that the AI will consider 4 basic factors. When to attack, run, heal and reload. The AI will determine what the best course of action would be at that specific situation by plugging in the relevant values of the associated utility of each action. For example, if the AI has more than 20% of their bullets left and more than 35% of their health left, then they will start to attack. If the AI is low on health and is currently attacking with a substantial number of bullets left, then they will start to heal based on how the healing mechanic is set up in game. This utility will be calculated by coming by up with proper functions to generate reasonable utility curves.

This artificial intelligence will be tested in a 2D based game. The game will feature the player and the AI agent. The player and agent will both be able to move around freely and shoot in any direction they wish to do so. There will be also be health packs that the player can pick up. The Utility AI will be combined with Seek and Flee Steering Behaviours. Doing this will ensure the AI is as lifelike as possible and provides a good testing ground for the Utility AI algorithm.

Investigation and Research

Rasmussen (2016) explores the realization that Behaviour Trees are a thing of the past and Utility AI is taking over. With developers needing more complex AI that features emergent behaviour and life like decision making, Utility AI is replacing Behaviour Trees as a more advanced method of artificial intelligence. An AI with only 4 actions will create a Behaviour Tree that is rather big and complex for only a small amount of actions. Increasing the actions by 1 or 2 could see a well-designed Behaviour Tree grow out of control. There is also little room for change. If a designer wants to change the input values or some of the rules, a whole redesign of the tree must be undertaken. Utility AI does not require implementation of a tree structure. Instead, it will read in the number of actions and generate a score. The order of the input parameters is irrelevant; this means that there is no need to regularize the AI. This research is implemented in one of the best designed AI systems around, Killzone 2.

The utility system in Killzone 2 and games in general proves that it is a well-working method for several reasons:

1. Simple to Design – Utility AI allows designers to fully converse with programmers about certain parts of the system, without having to know any technical jargon involved
2. Easily Extendable – Rules can be easily added making it easy to extend any function of the AI
3. Better Quality – The ease of use and simplicity of the design improves productivity

When calculating utility, it is extremely subjective between each programmer. Although utility can have the same input, two different programmers will write two different functions that produce separate outputs. It is however important that an understanding of the relationship between the input and output is obtained. The result of this is a utility curve. A utility curve expresses the conversion from a value in the game world to a utility. Value is expressing a concrete number in the game world, while utility is measuring a concept. Converting value to utility uses a formula unique to each situation. (Graham, 2013).

Once the utility has been calculated, picking an action is different across most games. The standard way to pick an action is known as Absolute Utility, which is just to pick the highest scoring action. In today’s modern games, this kind of behaviour can feel robotic and can become predictable to the user. Another method to use is called Relative Utility. This utility involves that each action is weighted and then pick one of the highest weighted actions at random. This ensures that utilities with higher weights will always be picked. However, even though an action can be weighted for that specific situation, in some cases an action can seem completely unreasonable and foolish. The most complex and reasonable method of calculating utility is called Dual Utility. Dual Utility is the combination of both absolute utility and relative utility. Instead of using a single utility score, each action will use rank and weight. The rank will divide each action into separate categories and each category will have its own weight. The category with the highest weight is then chosen and using a random weight basing an action is chosen in this category.

The Sims 4 is a great example of a smart AI that picks an action that is the best for the agent at that specific time and moment. For this system, the agent would first look around the world and figure out what can be done in that area. It will then score all the possibilities based on how beneficial it is in satisfying the agents internal needs. For example, if the agent has a hunger value of 30, this means that the agent would more urgently need to find some food. This process can be broken down into an algorithm that is simple to understand, easy to implement and is extremely efficient in terms of CPU usage and memory. The algorithm pushes scores based on the agents need, onto an action queue.

The AI loop looks something like this:

* While there are actions available, pop the next one off the queue and perform this action
* If there are no actions left, perform action selection based on the agent’s current needs
* If there is still nothing left for the agent to do, perform some fall-back actions

The second step, the action selection point, is where the agent chosen which action to undertake. It decomposes as follows:

1. Examine objects around you, and find out what they advertise
2. Score each advertisement based on the agent’s current needs
3. Pick the best advertisement, get its action sequence
4. Push the action sequence on the queue

(Zubek, 2011)

One problem that occurs in Utility AI is the concept of inertia. If each state is being calculated every frame in the game world, the agent is prone to oscillation. For example, if the agent is scoring shoot the enemy and run away closely, the agent could start uncontrollably performing these states. This can cause extremely uncharacteristic and unlifelike behaviour. There are multiple ways to solve this problem:

1. Introduce a locking mechanism that will force the agent into completing the action before undertaking another action
2. Introduce a cooldown timer
3. Introduce a weighting system to a current weighting system, this weight would be extremely high and only an action that is significantly better would change the action

This project will use a locking mechanism for each action. Since there are only 4 actions, and each have clear implications of when they start and end, this will be the most effective method to implement.

Implementation

A basic 2D scene was created so the agent could move around and shoot. An ammo box and a health pack were also placed in the scene so that the agent could pick them up whenever their relevant utility values are high enough. A static AI turret was also placed in the scene, this static agent can shoot at the AI agent and damage it.

To start, a script called AIScript was created. This script will handle all the functionality of the AI Agent. It will also be used to calculate the highest utility value from all the utility functions.

The attack method starts off by finding a random static AI in the scene. A method called SelectRandomEnemy() is used. This method will take calculate and pick a random game object from an array of game objects. This method was originally used to calculate a random object between 3 static AI agents in the scene. Due to complications when selecting more than one agent and a general cluster in the scene, 2 of these static AI had to be scrapped and only 1 exists in the scene now. Below is an image of the scene in game view with 3 of the static agents to show why this was changed. After the object is selected, the agent must move towards the static AI. This method takes in the random game object selected and will transform and rotate the agent transform values and move the agent towards the static agent. When rotating the agents transform, to ensure the agent doesn’t rotate in an axis which is irrelevant to the game world, “Space.Self” is used. This solved an earlier problem where the agent was rotating out of game view.

The heal method implements a similar random method as the attack. A random health pack is elected from an array of game objects. The agent will then move towards the selected health pack. A public method is then created called AddHealth() which adds health to the agent based on the parameter in the method. This method is then called by the HealthPackScript. The HealthPackScript will detect if the agent collides with the health pack, and if it does, the AddHealth() method is then called.

The original idea for the health pack was to have constantly spawning health packs. The code was added and implemented to the game, however when run, it seemed like a pointless addition and there were some problems caused. One problem was the health packs were spawning on top of each other, this caused each health pack to stack. When the agent picked up this stack of health packs, it caused unexpected behaviour and the agent started oscillating in place. A simple fix to this was to remove the spawning of the health packs and keep a static health pack in the scene. The agent can now run over and pick up the health pack and health pack won’t be destroyed or changed. Although this method seems less life-like, it fixes the issue of oscillation and ensure that the health pack will always be in the scene when the health utility is the highest.

The reload method will use the same functionality as the attack and heal. A random object will be chosen in the scene, and the agent will move towards the selected ammo box. In this scene, there is only 1 ammo box, so only that one will be chosen. The reload functionality originally had the agent pause for a couple of seconds and reload. This caused an unbalance in the scene as sometimes the agent would be stuck inside the range of the static AI, causing him to take unnecessary damage.

The agent’s health and ammo values are displayed at the top left of the screen for visualization purposes. The static AI’s health variable is also displayed on the bottom right of the screen. These values are assigned to a text variable and then set to an object reference in the hierarchy.

The agent and the static AI both have similar shooting scripts. To start, each have their own tracking script called TrackingScript and TrackingTurretScript. A variable called lastPosition is used, this is first set to a Vector3 of zero. This variable will then be set to the agent/static AI’s current transform position if it isn’t already. The game object will then be rotated towards the agent/static AI’s current position. A public abstract class is then created called BaseProjectileScript. This abstract class contains two abstract member functions called FireProjectile1 and FireProjectile2. These member functions will handle the firing of the projectile from the specific AI in the scene. An example of these functions is shown in Figure 1 below.
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Figure 1

A script called ProjectileScript is then created, this script inherits from the BaseProjectileScript. The FireProjectile functions from Figure 1 are then overridden since it is being implemented from an abstract class. These functions will now set the direction of the projectile to be fired and set the fired Boolean variable to true. Once fired is equal to true, the projectile is then fired out in the direction of the target and is based on the speed variable in the BaseProjectileScript abstract class. An example of one of these functions is shown in Figure 2.

![](data:image/png;base64,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)

Figure 2

A script called ShootingScript is then created for the static AI to be able to shoot. The FireProjectile2 function is called in the base AIScript for the Attack() method. The FireProjectile1 is called within the ShootingScript. For both functions, the bullet prefab is instantiated first, then the specific Fire Projectile function is called.

To calculate the utility values on attack, heal, reload and run, a script called UtilityAI is created. In this script, all the specific utility functions are created and all these values are then place in an array. The utility values are held by 4 floats specific to each utility.

The 4 float values are placed in their own unique element in the array. Once the array is created and initialized, it is then recreated to resize it. Originally, a list was created and each value was placed in a specific element. However, this list was adding and updating each frame and the list grew uncontrollably after only a couple of seconds. This caused major issues in the game and only after 10 seconds the game became unplayable due to fps drops. A quick change of data structure ensured that the original behaviour that was intended was implemented correctly.

A utility curve is implement for each individual utility value. These curves have their own formula based on different values and stipulations in the game world. One interesting curve is the Heal Utility curve. The Heal Utility value is based off the Sigmoid Curve, as shown in Figure 2 below. It uses a basic logistic function; this function gives the biggest rate of change in the centre of the input and gives the intended behaviour that was chosen at the start of the project. This curve uses Euler’s number, the base of the natural logarithm, to calculate and adjust the steepness of the curve. The formula uses the currentHealth and maxHealth variables from the base AIScript to calculate a reasonable utility value.
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Figure 2

This formula from Figure 3 is taken and based from (Graham, 2013). Graham discusses a solution to the heal desire of an actor based on their current health. This solution gave a base understanding and incredibly useful knowledge of how to implement a utility curve using formulas. These values and variables form the original formula were also changed in regards to this specific solution.
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Figure 3

These utility values are normalized within their own formulas, this ensures that they can be compared without having to normalize them using more formulas. These values are also clamped using the Mathf.Clamp function between 0 and 1 to ensure they don’t go over the intended scale to be compared upon.

One each utility has been calculated, these utilities need to map to their specific functions if their utility is the chosen utility. This is done by finding the max value from the array created to hold the utility values. This algorithm will use the Max() method which is an extension method from ‘System.Linq’. This method will return the maximum value in the array. This method is then compared to each specific utility value. If the max value is equal to one of the values in the array, then that utility values function is then called and executed.

One major problem that occurred with the overall algorithm was the run method. Originally, the run method was supposed to give the agent some time to back off and get out of range of the enemy/enemies in the scene. In theory, this was a good state to have in the game. However, this state suffered from never being picked as the highest utility. Since the calculation for this utility is based off how much health and ammo the agent has, the agent would just go and get more health/ammo, thus decreasing the run utility.

Since this solution is using absolute utility, this means that there are no weights being calculated on any action. This could have been an ideal solution to the problem. However, there would have had to been a whole redesign of the system. Since one of the values that the run utility is calculated on is the static AI’s current health, a regeneration method was created.

A high level

Evaluation

Reflection

I felt I researched and implemented an algorithm from scratch well. Since Utility AI is a common used method in most modern games today, there is very little source code available online. This made it harder to base my project on and made it harder to get a base understanding of the actual code. I generally struggle on where to get started with projects and how to begin coding, so I felt taking on this project would be suitable to improve my skillset.

I struggled with the logic behind my Run Utility state. At the start and up until the extreme late stage of implementation, the Run state seemed like a well thought out state that would add some varying behaviour to the agent. However, I failed to find a suitable formula that would combine several different variables into a reasonable utility curve. I feel this could be because of the limited amount of time I had to complete the project in regards to the other projects that had to be completed.

Even though the run utility seemed to fail for the most part, I feel I manage to implement the other curves well. At the start of the project I was extremely uncertain about how these would be implemented and if they would fail or not. All of them seemed to work out great apart from the run, which didn’t even fail by a considerate amount. These curves could use a little tweaking in certain parts, but I could have spent at least half of the project tweaking them until they were at the perfect amount.

The game I have implemented seems robotic at first glance. It currently moves from one state, and moves to the next highest. This makes the agent easy to predict. At first I felt I had very little time to implement my solution, so I picked easy states. Doing some initial research allowed me to see that there was no source code, so I tried to keep the game simple. To avoid this robotic like AI, I could have added more states, or planned my game differently. I could have made it a 3D game instead of a 2D, or I could have used a user instead of two AI agents. Originally, I wanted to implement some steering behaviours to help with this, but due to the project constraints I thought I would struggle enough with the project without adding more AI to it.

I really enjoyed the insight into the general field of artificial intelligence and how such a simple programmable AI, could result in a multitude of different behaviours. I specifically enjoyed Utility AI and Procedural Content Generation (PCG). When deciding what to do my project I was torn between these two topics.

On one hand, PCG provided a great way to create new and unique content. In a game like Borderlands or Minecraft, these methods are ever present as they make sure the player can have a multitude of experience every time when playing the game. I chose Utility AI over PCG because I felt more in tune with it. Although a decent amount of games use PCG nowadays, more modern games seem to use Utility AI. I also felt like I wouldn’t have been able to create a PCG game that I would have been proud of in the given time frame of the project.

diving into Utility AI as I feel even though I may have failed in some parts of the implementation, I gained a good knowledge base. I learned the basic techniques and algorithm structures that should be followed to create a life like agent.

In the future, I can take a lot of lessons from this project forward with me. The ability to come up with code purely from scratch is a skill I have been lacking for a while now. This project gave a chance to take this skill head on and not have to worry about if the project was a success or not. The room for failure here helped me understand that the researching and studying about the different authors who have implemented Utility AI, was more important than building a state of the art Utility AI.
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